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Abstract— Single-electron transistor (SET) at room tempera-
ture has been demonstrated as a promising device for extending
Moore’s law due to its ultralow-power consumption. Previous
works proposed mapping approaches to implement Boolean
functions on SET arrays. However, these approaches were based
on an ideal assumption that the SET arrays are defect-free.
Recently, a diagnosis method was proposed targeting at defective
SET arrays. However, the approach was static, such that the
performance is inefficient. As a result, in this paper, we propose
a dynamic diagnosis approach that can efficiently identify the
locations and the types of the defects in the SET arrays. The
experimental results show that the proposed dynamic diagnosis
approach can achieve the same results as the previous work with
much less CPU time on a set of benchmarks. Furthermore, the
proposed method spent a few seconds while the previous work
exceeded the CPU time limit of 3600 s on some benchmarks.

Index Terms— Diagnosis, dynamic, optimization, single-
electron transistor (SET) array.

I. INTRODUCTION

THE increasing power consumption is one of the primary
bottlenecks to extend Moore’s law. Many low-power

devices have been proposed to overcome this issue. Among
these devices, some demonstrations of single-electron tran-
sistors (SETs) operating at room temperature have shown
SET to be a promising candidate to extend Moore’s
law [18]–[20], [23].

Since only a few electrons are involved in the switching
operation for SETs, the low transconductance is a major
issue, such that CMOS-based logic architecture is not suitable
for SETs. Thus, a binary decision diagram (BDD)-based
architecture was proposed in [1] to implement logic functions
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on SETs. Furthermore, the BDD of a Boolean function can be
used to map onto an SET array [8], [13], [22].

However, if there is any defect occurring on the SET devices
or the nanowire segments in the SET array, the SET array fails
to achieve its function. This causes a low yield of SET arrays
due to the high defect rate of nanodevices and nanowires.
To improve the reliability of SET arrays, reconfigurable SET
architecture was proposed in [7]. This success promotes
the development of automation tools for the synthesis and
verification of SET arrays. Chen et al. [2] proposed the first
automatic synthesis approach in the literature. After that, much
research [3]–[6], [16], [17], [22] focused on minimizing the
area of the mapped SET arrays.

Although the above-mentioned mapping methods for area
minimization were effective, they did not consider the defects,
which could influence the correctness of the implemented
function, within the SET arrays. Thus, a defect-aware mapping
algorithm was proposed in [11], which relied on the defect
information to detour or reuse the defects successfully while
mapping. That work assumed that designers have known the
locations and the types of all defects in the SET arrays before
mapping. Unfortunately, it is not the case for defective SET
arrays in practice. Thus, it is important to have a diagnosis
method to identify the defects within SET arrays for succeed-
ing mapping algorithm.

As a result, the previous work [12] proposed the first
diagnosis algorithm to identify the defects in a reconfigurable
SET array statically. The diagnosis algorithm exploits a diag-
nosis sequence consisting of input patterns and configurations
to achieve this goal. However, the proposed algorithm is
static, since: 1) the diagnosis sequence is fixed regardless the
locations and the types of defects and 2) the diagnosis process
will not be terminated until the whole SET array is traversed
completely. Although this static diagnosis approach is effective
and easy-to-understand, it is inefficient. This is because it spent
a large amount of redundant efforts on the edges that have
been diagnosed. Thus, in this paper, we propose a dynamic
approach that exploits the responses obtained in the diagnosis
process to adjust the succeeding diagnosis sequences.

The main contributions of this paper are twofold.

1) This is the first work using the dynamic approach to
diagnose defective SET arrays.

2) The efficiency of the proposed approach is significantly
elevated as compared with the state of the art.

The rest of this paper is organized as follows. Section II
describes the background of SET arrays. Section III presents
the proposed diagnosis approach for defective SET arrays.

1063-8210 © 2017 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission.
See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.
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Fig. 1. (a) Structure of a reconfigurable SET device [12]. (b) Formulations
of wrap-around Schottky split gates and the top control gate [7].

Fig. 2. (a) SET array. (b) Example of a ⊕ b. (c) Simplified diamond-shaped
network of a ⊕ b [2].

Section IV shows the experimental results. Section V
concludes this paper.

II. PRELIMINARIES

A. Reconfigurable SET Array

The structure of a reconfigurable SET device is shown in
Fig. 1, where a pair of Schottky gates, called split gates,
are wrapped around the fin that connects the source and the
drain, and the top control gate is built upon the splits gates.
By providing the split gates a voltage bias, the SET can be set
in three modes of operations: 1) active; 2) open; and 3) short
modes. In the active mode, the split gate bias is adjusted to
make the tunneling resistance of the source and drain junctions
to exceed the resistance quantum, but is still low enough to
permit efficient tunneling. Then, the voltage bias applied from
the top control gate (input signal) controls the dot potential
to block or permit electrons tunneling. In the open mode, the
split gate bias is set to a sufficiently negative value to let the
depletion regions from both sides to encroach and pinch off
the nanodot island completely. Finally, in the short mode, a
large enough positive split gate bias is applied, so that the
tunnel junctions become almost transparent and the tunneling
resistance is significantly reduced. In other words, the device
behaves like a near ohmic conductor.

A reconfigurable SET array can be represented as a hexag-
onal network, as shown in Fig. 2(a). There are current sources
and a current detector at the bottom and the top of the
reconfigurable SET array, respectively. The current detector is
considered as the output of the SET array. When the current
comes from a current source and reaches the detector, the
output value is 1; otherwise, the output is 0. Each sloping
edge in the SET array represents an SET device, which can
be configured as active high, active low, short, or open. The
current passes through an active high (or simply high) edge
when the input to the edge is logic 1; the current is blocked

Fig. 3. Fabric representations of the three types of failures [11].

when the input to the edge is logic 0, and vice versa for
active low (low). A short (open) edge represents electrical
short (open). A node device is composed of a pair of sloping
edges, and the node devices on the same row share the same
input. There are connections between the current sources and
the SET array, which can be configured as short or open as
well. The inputs among the rows constitute an input pattern.
When applying an input pattern to an SET array, if there exists
a path that can transport the electrons from the current source
to the detector, the path is a conducting path under this input
pattern.

For example, Fig. 2(b) shows an implementation of a ⊕ b
on an SET array. The output value will be 1 when the input
pattern is either (ab = 01) (via the right path) or (ab = 10)
(via the left path). The other input patterns (ab = 00 or 11)
will lead the output value to be 0. Fig. 2(c) is a simplified
version of Fig. 2(b) by removing the vertical edges of the
hexagons, since they are electrically short. In the rest of this
paper, only the sloping edges will be shown in the SET arrays.

B. Symmetric Fabric Constraint

To reduce the number of input wires that are used to
configure the node devices in the SET array, the sym-
metric fabric constraint [7] is imposed in all the related
works [2]–[6], [11], [16], [17], [22]. The symmetric fabric
constraint limits the configuration of a node device can only
be one of (high, low), (low, high), (short, short), or (open,
open), as shown in Fig. 2(a). Furthermore, the configuration
of (high, low) and (low, high) cannot appear in the same row
of a reconfigurable SET array simultaneously.

To simplify the description about our diagnosis method,
without loss of generality, we only use three types of con-
figurations in this paper, which are (high, low), (short, short),
and (open, open). Therefore, when we set a node to the active
mode, it means that the node is configured as (high, low).

C. Defect Model

A defect model for defective SET arrays was proposed in the
previous work [11], which considers three types of defects, i.e.,
single-stuck-at-open, double-stuck-at-open, and single-stuck-
at-short, as shown in Fig. 3. In this paper, we adopt the same
defect model [11] in our diagnosis approach as the state of the
art [12] did. Furthermore, the single-stuck-at-open defect and
the double-stuck-at-open defect are categorized as open defects
while the single-stuck-at-short defect is categorized as a short
defect. When an edge of a node is defective, its behavior does
not change with a configuration. It means that an open-defect
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edge is always open while a short-defect edge is always short.
Finally, the connections between the SET array and the current
source could also be defective.

III. DIAGNOSIS APPROACH

A. Defect Distribution

The defect rate of the SET devices could be as higher as
2% = 20 000 ppm since it is more vulnerable than MOS [12].
This defect rate means that there are two defects among
100 nodes on average, which is quite sparse. Thus, we also
adopt the assumption of defect distribution proposed in [12] in
this paper. First, open defects and short defects do not occur
in a node device simultaneously. Second, any two defective
nodes, which contain at least one defective edge, are not
adjacent to each other. Therefore, if a node device is identified
as having a defective edge, its six adjacent nodes are assumed
to be defect-free.

B. Overview

The diagnosis for reconfigurable SET arrays is different
from that for traditional Boolean circuits [10], [14], [15], [21]
due to functional reconfigurability of SET arrays. The SET
arrays exploit both SET node configurations and input pat-
terns to represent a circuit’s functionality. Thus, the diagnosis
process can utilize this information to identify the defects. The
node configuration is a setting of node-under-diagnosis, which
is one of (high, low), (short, short), or (open, open). Since
the total amount of node configurations and input patterns,
which is named diagnosis cost, is strongly correlated with the
time spent during diagnosis, our diagnosis approach will also
minimize this cost by determining a good diagnosis sequence.
The problem formulation of this paper is as follows.

Problem formulation: Given a defective reconfigurable SET
array, we would like to identify the locations and the types of
all the defects by determining the node configurations and the
input patterns with the minimized diagnosis cost.

We utilize two ideas to identify the defects.

1) If a configured path is conducting under an input
pattern, the edges in the path do not suffer from any open
defects. Hence, each edge of this path will be marked
as having a nonopen defect.

2) After having a conducting path without open defects,
we can diagnose whether a short defect occurs on an
edge by changing the configuration of the corresponding
node to a new configuration (open, open). If the path
is still conducting after this new configuration, the
corresponding edge will be marked as a short defect.
Otherwise, it is defect-free due to the absence of open
defects and short defects.

The proposed diagnosis approach contains two stages:

1) diagnosis with conducting paths;
2) diagnosis for remaining short defects.

The main concept of our method is to exploit the edges
whose statuses have been identified, i.e., short, open, or defect-
free, to diagnose other adjacent edges dynamically. First,
we try to find a conducting path. If we can find one, we

replace some edges in the path with other adjacent edges-
under-diagnosis. Therefore, when observing a defect effect
at the current detector, we can realize that the defect must
occur among the replaced edges-under-diagnosis. However,
if we cannot find a conducting path, our approach will fail.
We will see the success rate of this operation in the experimen-
tal results. Second, we diagnose short defects and open defects
on the edges of this conducting path and its neighboring
edges. This is because the both ideas mentioned earlier are
based on conducting paths. Finally, we diagnose the remaining
edges, which are left from the previous diagnosis processes,
by creating conducting paths using the identified defective or
defect-free edges.

Before introducing the proposed approach, we use an exam-
ple to illustrate the difference between the static approach
in [12] and the dynamic one in this paper. In Fig. 4, assume
that we only diagnose open defects for the edges in the paths
rooted from the node (0, 0) in a 4 × 8 SET array for brevity.
The height of SET array is 4; hence, the total number of paths
rooted from (0, 0) is 24 = 16. Originally, the diagnosis process
for open defects in [12] will traverse all these paths. However,
only the input patterns from 0001 to 1110 (in binary) are
applied, since the patterns 0000 and 1111 are corresponding
to the undiagnosable edges, which will be explained later.
Fig. 4(a)–(d) shows the first to fourth path and the corre-
sponding input patterns in the SET array. Next, we calculate
the number of configurations from one path to another path.
For example, the first path needs five configurations, including
the connection to the current source, as shown in Fig. 4(a).
It needs two additional configurations to change paths from
Fig. 4(a) and (b), where the nodes at (1, 3) and (3, 3) are
reconfigured. Similarly, it needs two additional configurations
to change from Fig. 4(b) and (c) by reconfiguring the connec-
tions to the current source. In summary, 39 configurations and
14 input patterns are required in the static diagnosis method.

On the contrary, the diagnosis processes for the open defects
in this paper are shown in Fig. 4(a) and (e)–(l). The numbers
of configurations from one figure to the next figure are 2, 3, 3,
2, 2, 3, 2, 2. Therefore, the numbers of required configurations
and input patterns are 24(5+19) and 9,1 respectively. Further-
more, the number of configurations and input patterns required
in the static approach grows exponentially with respect to the

1The first path needs five configurations, including the nodes at (0, 0),
(1, 1), (2, 2), and (3, 3), and the connection to the current source, as shown
in Fig. 4(a). It also needs two additional configurations to change paths from
Fig. 4(a)–(e), where the nodes at (1, 1) and (−1, 1) are reconfigured. It also
needs three additional configurations to change paths from Fig. 4(e) and (f),
where the nodes at (1, 1), (2, 2), and (0, 2) are reconfigured. Then, it needs
another three additional configurations to change paths from Fig. 4(f) and (g),
where the nodes at (2, 2), (3, 3), and (1, 3) are reconfigured. Next, it needs
two additional configurations to change paths from Fig. 4(g) and (h), where
the nodes at (0, 2) and (−2, 2) are reconfigured. After that, it needs two
additional configurations to change paths from Fig. 4(h) and (i), where two
connections to the current source are reconfigured. Similarly, it needs three
additional configurations to change paths from Fig. 4(i) and (j), where the
nodes at (0, 2), (1, 3), and (−1, 3) are reconfigured. Finally, it needs two
additional configurations to change paths from Fig. 4(j) and (k), and two
additional configurations to change paths from Fig. 4(k) and (l). Thus, the
total number of required configurations is 5+2+3+3+2+2+3+2+2 = 24.
Furthermore, each path needs a corresponding input pattern for simulation.
Therefore, the number of required input patterns is 9.
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Fig. 4. Example of the open-defects diagnosis sequences by the static approach [12] and the proposed dynamic approach. (a)–(d) The first to fourth path
and the corresponding input patterns of static defect diagnosis approach in the SET array. (e)–(l) The paths and the corresponding input patterns of dynamic
defect diagnosis approach in the SET array.

Fig. 5. Example of undiagnosable edges and useless nodes in an SET array.

height of SET array while the dynamic approach does not.
We will elaborate this in the succeeding paragraphs.

Since an SET node is composed of a pair of edges,
the boundary node of an SET array that is with only one
edge is considered as a useless node, and will be discarded.
Furthermore, there are some edges that cannot be involved in
a conducting path due to no nodes below them for building a
complete path. These edges are named undiagnosable edges.
For example, Fig. 5 shows the undiagnosable edges, which
are represented in gray, in an SET array. They are unable to
build a conducting path, since they are connected to useless
nodes, which are represented in black. Since the undiagnosable
edges cannot be further utilized to build paths in the mapping
approaches either, we ignore them and the useless node edges
in the calculation of the diagnosis coverage. Furthermore, these
undiagnosable edges and useless nodes are marked as open
defects after identifying all the edges on the SET array.

The details of the above-mentioned stages will be discussed
in Sections III-C and III-D.

C. Diagnosis With Conducting Paths

Diagnosis with conducting paths is the first stage of the
proposed approach. It contains three steps and each step will
be explained in Sections III-C1–III-C3. The second and third
steps will be executed iteratively until this stage terminates.

1) Finding a Conducting Path: In the beginning, we config-
ure all the nodes in the SET array as (open, open) for reset and
mark all the edges as nonidentified. Then, we use a trial-and-
error method to find a conducting path. Since the defects in an
SET array are sparse under the assumptions of defect rate and
defect distribution, finding a conducting path is quite possible
after a few trials. We will see this result in the experiments.
Thus, we randomly configure a path from the current detector
to the current source and apply the corresponding input pattern
to see whether the output is 1. If the output is 1, the path is
conducting and is selected as the baseline path; otherwise,
we configure other paths. This process is repeated until a
conducting path is found. For example, Fig. 6(a) is a defect
map of an SET array, and the locations and the types of defects
are unknown originally. Fig. 6(b) shows a trial nonconducting
path due to a double-stuck-at-open defect at (−1, 1) with the
corresponding input pattern 1111011. Fig. 6(c) shows a found
conducting path, which serves as the baseline path. In the rest
of this paper, the nodes that do not show their configurations
represent the (open, open) configurations for brevity. After
finding the baseline path, we mark all the edges on this path
as nonopen defects. This baseline path will be referred further
in the next step.

2) Applying Patterns for Short Defects: We apply additional
input patterns to the baseline path again for detecting short
defects on the nonopen edges under the same configuration.
An additional input pattern can be obtained by flipping
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Fig. 6. Example of diagnosis with conducting paths. (a) Defect map of the reconfigurable SET array. (b) Nonconducting path. (c) Conducting path as the
first baseline path. (d) First baseline path and its neighboring edges. (e)–(g) Diagnosing the neighboring edges of the first baseline path. (h) New neighboring
edges and the open-defect candidates. (i) Baseline path involving the expansion node at (−2, 0). (j) Diagnosing the right neighboring edges of the first baseline
path.

the corresponding input bits of the edges-under-diagnosis.
If the output is 0 after applying the additional pattern, the
edges-under-diagnosis are not short. Hence, we can conclude
that these nonopen edges are not short either, i.e., they
are defect-free. On the other hand, if the output is 1 and
only one edge-under-diagnosis is involved, the edge is a short-
defect edge. However, if more than one edge-under-diagnosis
are involved, we cannot determine which edge has a short
defect. Hence, the statuses of these edges will be determined
in the second stage of diagnosis for remaining short defects.
Furthermore, in the whole diagnosis process, if one edge has
been diagnosed already, it will be skipped from the succeeding
process in this dynamic approach.

For example, the original input pattern for the first baseline
path in Fig. 6(c) is 0001111. Since the edges on the baseline
path are nonopen edges, we further identify the short defects
on the path. We flip the first bit of the input pattern, i.e., from
0001111 to 1001111, and the output becomes 0. Thus, we can
realize that the right edge of the node at (0, 0) is not a short
edge. Since this edge has been identified as a nonopen edge
earlier,2 it is a defect-free edge. On the contrary, when we
apply the pattern 0011111 to the baseline path in Fig. 6(c),
the output is still 1, which means that a short defect occurs.
However, we cannot tell whether the right edge of the node
at (2, 2) or the right edge of the node at (1, 3) is a short-
defect edge. We just leave this determination to the stage

2The edge is on the baseline path.

of diagnosis for remaining short defects. Note that we also
exploit the assumption of the defect distribution in this paper
to identify defects, i.e., when we know an edge is a defective
edge, all its six adjacent nodes are defect-free nodes.

3) Diagnosis for the Neighboring Edges: Without loss of
generality, the step of diagnosis for the neighboring edges
starts from the left neighboring edges of the baseline path.
For example, Fig. 6(d) shows the left neighboring edges of
the baseline path, which are represented in dotted lines. In our
approach, the diagnosis order for the neighboring edges starts
from the top level to the bottom one.

To diagnose the neighboring edges, we take the baseline
path as a main trunk and create branches to cover the neighbor-
ing edges. Therefore, we modify the configurations to replace
some edges in the baseline path with the neighboring edges-
under-diagnosis temporarily, and change the input pattern with
respect to the new path. If the output of the new path is 1,
the neighboring edges-under-diagnosis are marked as nonopen.
Conversely, if the output is 0, the newly added neighboring
edges are considered as open-defect candidates. The reason
that they are just the candidates is because the number of
newly added neighboring edges is greater than one.

Note that if the output is 0 after diagnosing a set of
neighboring edges, we have to recover the baseline path.
However, if the output is 1, we set up a new baseline path
by considering the previous neighboring edges as a part of
the new baseline path. Therefore, the baseline path is not
fixed during the diagnosis process for reducing the diagnosis
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cost. Also, if an open-defect candidate is not adjacent to other
candidates, the open-defect candidate is updated as an open-
defect edge due to uniqueness; otherwise, we determine its
status later.

We take Fig. 6(e)–(g) as examples to show the diagnosis
process for a set of neighboring edges. First, in Fig. 6(e), we
reconfigure the nodes at (−1, 1) and (1, 1) as (high, low)
and (short, short), respectively, to diagnose the left edge of
the node at (0, 0), the right edge of the node at (−1, 1),
and the left edge of the node at (1, 1). We also change
the input pattern from 0001111 to 1001111, as shown in
Fig. 6(e). After applying this input pattern and having the
output value of 0, we mark these three edges-under-diagnosis
as the open-defect candidates. Second, we recover the baseline
path by configuring (open, open) and (high, low) at the nodes
(−1, 1) and (1, 1). Then, in Fig. 6(f), we configure the nodes at
(0, 2) and (2, 2) as (high, low) and (short, short), respectively,
to diagnose the left edge of the node at (1, 1), the right
edge of the node at (0, 2), and the left edge of the node
at (2, 2). The input pattern is modified from 00011113 to
0101111 accordingly, as shown in Fig. 6(f). After applying
this input pattern and having the output value of 1, we mark
these three edges-under-diagnosis as nonopen edges. Note that
the left edge of node at (1, 1) is removed from the open-defect
candidates, since it is identified as a nonopen edge currently.
Next, since the output value in Fig. 6(f) is 1, we reuse the
configurations in Fig. 6(f) when we further diagnose the right
edge of the node at (1, 3), which is the neighboring edge of the
first baseline path. Therefore, we reconfigure both the nodes
at (2, 2) and (3, 3) as (open, open) to change the baseline
path. Then, we reconfigure the node at (1, 3) as (high, low)
and apply the input pattern 0100111. The output value is 1,
as shown in Fig. 6(g), which indicates that the right edge of
node at (1, 3) is a nonopen edge.

To diagnose the defects dynamically for efficiency elevation,
the baseline paths are changed during diagnosis if applica-
ble. A path without open-defects and open-defect candidates
may be a baseline path. For example, Fig. 6(h) shows a
new baseline path, which detours the open-defect candidates
(in gray). The new left neighboring edges are shown as well
in Fig. 6(h). Then, we perform the same process to diagnose
these left neighboring edges until reaching the undiagnosable
edges or the useless nodes.

Note that when creating a new baseline path, we may
configure some nodes in the first row as (short, short) to be
the expansion nodes, as shown in Fig. 6(i). The creation of
this new baseline path in Fig. 6(i) also confirms that the left
edge of the node at (0, 0) is not an open defect. As a result, the
left edge of the node (−1, 1) will be recognized as an open-
defect edge, since it has been diagnosed as an open-defect
candidate in the previous diagnosis process. Thus, we update
the status of this edge by removing it from the open-defect
candidates.

When all the neighboring edges of the original baseline path
are diagnosed, the updated baseline path may be different from
the original one. We can consider this updated baseline path

3This is the input pattern for the baseline path.

as a new baseline path coming from the step of finding a
conducting path. Thus, we apply the second and third steps to
it as well. The diagnosis process continues until reaching the
undiagnosable edges or the useless nodes.

Next, we diagnose the right-hand side edges of the original
baseline path using the same steps as earlier, and the result is
shown in Fig. 6(j). For the nodes in the first row excluding the
one at (0, 0), having a single-stuck-at-open defect is equivalent
to having a double-stuck-at-open defect due to the same defect
effect. The situation is shown in Fig. 6(j). That is, the left
edge of the node at (2, 0) is actually defect-free, but we mark
it as an open-defect candidate, since its defect effect is the
same. Furthermore, if a node in the first row is blocked by
an open defect, it becomes useless, since it cannot be used as
an expansion node anymore. Therefore, we will mark it as a
useless node without diagnosing it, as Fig. 6(j) shows.

Finally, the remaining open-defect candidates are updated
as open defects before closing this stage of diagnosis with
conducting paths.

D. Diagnosis for Remaining Short Defects

As mentioned in Section III-B, short defects are identified
by reconfiguring a node as (open, open) in a conducting path.
If the path is still conducting after the reconfiguration, the
node has a short defect; otherwise, it has no short defect. Since
the locations of open defects have been identified in the last
stage, it is much easier to build a conducting path in this stage.
To diagnose the remaining short defects systematically in this
stage, the conducting baseline paths are built columnwise from
the middle to the left, and then to the right of an SET array.
Of course, the open-defect edges are still detoured while
building the baseline paths.

For example in Fig. 7(a), in the construction of the first
baseline path in C1, the nodes whose x-coordinates are
0 or −1 are involved. However, there is an open-defect edge
in C1; hence, we detour it, such that the first baseline path
is as shown in Fig. 7(a). After configuring the first baseline
path, the diagnosis sequence starts from the top edges to the
bottom ones within the baseline path. Furthermore, if an edge
in the baseline path has been diagnosed as a short defect or
defect-free, we skip it in the diagnosis process.

For diagnosing the remaining short defects, we change
the configurations of the edges-under-diagnosis from the
(high, low) to (open, open), and apply the corresponding input
pattern. If the output is 0, the edge-under-diagnosis is a defect-
free edge due to the absence of open defects and short defects.
On the contrary, if the output is 1, the edge-under-diagnosis
is a short-defect edge.

Before diagnosing the next edge, we have to recover the
baseline path by reconfiguring the node to (high, low). Note
that for the nodes in the first row, only the node at (0, 0)
will be diagnosed for short defects. This is because the other
nodes in the first row are only used for expansions, which
are exactly configured as (short, short). In other words, if
short defects occur in the first row, but are not at the node
of (0, 0), they are harmless. These short defects are consid-
ered as don’t-care defects, and they will be ignored in the
calculation of the coverage.
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Fig. 7. Example of diagnosis for remaining short defects. (a) First baseline path, which detours a double-stuck-at-open defect. (b) and (c) Diagnosing short
defects of the edges in the first baseline path. (d) Second baseline path, which detours a double-stuck-at-open defect. (e) Diagnosing short defects of the right
edge of the node at (−3, 1), which is in the second baseline path. (f) Third baseline path. (g) Identifying the short-defect edge at the left edge of the node
at (−2, 4). (h) Identifying the short-defect edge at the right edge of the node at (2, 2).

For example, Fig. 7(b) and (c) shows the process of diagnos-
ing the first two edges in the first baseline path, respectively.
As shown in Fig. 7(b), we reconfigure the node at (0, 0)
as (open, open) and observe the output value of 0 with the
corresponding input pattern. Thus, the right edge of the node
at (0, 0) is defect-free. Then, we recover the first baseline path
by reconfiguring the node at (0, 0) to (high, low). Next, we
reconfigure the node at (1, 1) to (open, open) and observe the
output value of 0, as shown in Fig. 7(c). Therefore, the left
edge of the node at (1, 1) is defect-free as well.

After dealing with the edges in the first baseline path, we
build the second baseline path in C2. The open defects still
have to be detoured if and only if they block the baseline path.
For example, Fig. 7(d) shows the second baseline path. Note
that the different edges of one node could be used to build
different baseline paths. Hence, such a node does not need
to be reconfigured, whereas the corresponding input pattern
has to be changed. For example, two different baseline paths,
as shown in Fig. 7(d) and (f), reuse the configurations of the
nodes at (−2, 2), (−2, 4), and (−2, 6) and the expansion node
at (−2, 0). Fig. 7(g) shows that the left edge of the node at
(−2, 4) is diagnosed as a short-defect edge, since the output
is 1 under the (open, open) configuration at (−2, 4). Similarly,
the right edge of the node at (2, 2) is diagnosed as a short-
defect edge in C3′, as shown in Fig. 7(h).

When all the columns have been diagnosed, all the short
defects are identified. Finally, we mark the undiagnosable
edges and useless nodes as open defects. Combining with
the identified defects in the first and the second stage, the
diagnosis of the SET array is finished.

E. Overall Flow

Fig. 8 shows the flowchart of the proposed dynamic
diagnosis approach. Given an SET array, we first reset the
configurations of all the nodes as (open, open). Second, we try
to find a conducting path as the baseline path. If the baseline

path is found, we apply the input patterns to diagnose short-
defect and open-defect edges in the baseline path as well as its
left neighboring edges; otherwise, we discard the SET array.
After reaching the undiagnosable edges or the useless nodes,
we apply the same process to the right neighboring edges of
the original baseline path. Then, we diagnose the remaining
short defects. Finally, we mark the undiagnosable edges and
useless nodes as open defects, and report the locations and the
types of the identified defects as a defect map.

F. Time Complexity Analysis

To derive the time complexity of the proposed approach,
we calculate the time complexity of each step, and then sum
them up to obtain the overall result.

First, the time complexity of the first step in the first stage,
which is finding a conducting path, is O(1), since we set the
trial limit as a constant in the algorithm.

Second, we calculate the time complexity of the second
stepapplying patterns for short defects and the third step-
diagnosis for the neighboring edges simultaneously. We put
these two steps together, because they are executed iteratively
until the termination of this stage. Since these two steps
will diagnose several baseline paths individually, we split the
calculation into single baseline path and multiply the result of
a single baseline path by the iteration times. In the second step,
for each baseline path, we need to apply an input pattern for
diagnosing every edge of the baseline path. Thus, the number
of the required input patterns is equal to the height of the
SET array. In the third step, for each edge of each baseline
path, we diagnose the neighboring edges on the same row.
Hence, the number of the required input patterns is equal to
the height of the SET array as well. Then, these results need
to be multiplied by the number of baseline paths in the SET
array. Also, the number of baseline paths is proportional to
the width of the SET array. As the result, the time complexity
of the second and the third steps is O(height × width), where



1484 IEEE TRANSACTIONS ON VERY LARGE SCALE INTEGRATION (VLSI) SYSTEMS, VOL. 25, NO. 4, APRIL 2017

Fig. 8. Flowchart of the proposed dynamic diagnosis approach.

height and width represent the height and the width of an SET
array.

Finally, the time complexity of the second stage, which is
diagnosis for remaining short defects, is O(height × width)
as well. The analysis of this stage is similar to the second and
the third steps in the first stage.

We sum up these three results mentioned earlier to derive
the overall time complexity of the proposed approach

O(1) + O(height × width) + O(height × width)

= O(height × width).

Thus, the time complexity of the proposed diagnosis approach
is O(height × width), which can also be represented as
O(|SET node|).

IV. EXPERIMENTAL RESULTS

We implemented the proposed algorithm in C++ language
and conducted the experiments on an Intel Xeon X5570
2.93-GHz CentOS 5.1 platform with 48-GB memory.
We conducted three experiments in this paper with different
sizes of defective SET arrays. The first experiment is to
demonstrate the success rate of finding a conducting path in
a defective SET array. The second experiment is to show the
comparison between the state of the art and our approach on
the efficiency of diagnosis process. The third experiment is to
show the number of undiagnosable edges and useless nodes
in the SET array and the number of defects in them. In the

experiments, the defect rates of the three defect models, single-
stuck-at-open, single-stuck-at-short, and double-stuck-at-open,
are the same and are calculated as the |defective node| / |total
node|×100%. We set the defect rates as 2%, 3%, and 4% for
showing the impact of defect rates on the diagnosis results.
The defects were randomly injected into the SET arrays based
on the defect rates and defect distribution assumed in this
paper. According to the related research [9], the height
constraint of SET arrays limits the number of inputs in an
SET array. In [9], the height constraint was suggested as ten.
Therefore, we conduct the experiments for SET arrays with
different sizes from 10 × 10 to 60 × 60.

In the first experiment, for a single run, we randomly gener-
ated a defect map based on the assumption, and performed the
step of finding a conducting path on it. Then, we calculated
the number of trials required for finding a conducting path.
We conducted 100 runs of experiments and obtained the
average result for each size of SET array.

Table I summarizes the results of the first experiment.
Columns 1 and 2 list the dimension of the defective SET
arrays. Column 3 lists the different defect rates of the SET
arrays. Column 4 lists the number of runs that cannot find a
conducting path within 200 trials. Column 5 lists the average
number of trials for finding a conducting path excluding the
failing runs. Columns 6 and 7 list the average CPU time of
the experiments excluding that in the failing runs and the
total average CPU time. Columns 8–14 are the results as
Columns 1–7.
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TABLE I

EXPERIMENTAL RESULTS OF THE STEP OF FINDING A CONDUCTING PATH

For example, in the SET array of 20 × 50 with the defect
rate of 4%, there were 5 out of 100 runs that cannot find a
conducting path under 200 trials. In the remaining 95 runs, on
average, 4.01 trials were required to find a conducting path and
the average CPU time was 2.97 s. The total average CPU time
was 7.77 s. Furthermore, the total average CPU time among
all sizes of SET arrays was 14.85 s.

According to Table I, the average number of trials of all
the sizes of defective SET arrays for finding a conducting
path is less than 4. Therefore, the step of finding a conducting
path is practical to find a baseline path for the succeeding
diagnosis procedure in the proposed algorithm. However, for
some random defect maps, a conducting path cannot be found
within 200 trials. For these cases, we just discard these SET
arrays. In general, the likelihood of having this situation is
proportional to the magnitude of a defect rate. Furthermore,
when the height of an SET array is greater than or equal
to 40, which represents the number of input variables in a
circuit, the number of failing runs significantly increases. This
is because the probability of a random path that is blocked by
open defects is positively correlated with the height of the SET
array. This probability can be calculated as 1 − (1 − open −

def ect rate)height . However, in the experiments, we still set
200 trials as a threshold to determine if a defective SET array
fails or not even the probability of finding a conducting path
becomes lower. Note that the static approach in [12] did not
suffer from the failing runs, since it always tries all the paths
in the defective SET array.

In the second experiment, we also generated defect maps
for each size of SET array with different defect rates, and
diagnosed them using the algorithms in the state of the art [12]
and this paper. We conducted 20 runs of experiments to obtain
the average result for each size of SET arrays.

Table II summarizes the experimental results of the second
experiment. Columns 1 and 2 list the dimension of the
defective SET arrays. Column 3 lists the defect rate of the
SET arrays. Column 4 lists the coverage of the diagnosed
defects. The coverage is calculated as

coverage = |d.d.|
|t.d.| − |u.e.d.| − |u.n.d.| − |x.d.| × 100%

where |d.d.| denotes the number of diagnosed defects, |t.d.|
denotes the number of total defects, |u.e.d.| denotes the number
of defects in the undiagnosable edges, |u.n.d.| denotes the
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TABLE II

EXPERIMENTAL RESULTS OF THE PROPOSED DYNAMIC DIAGNOSIS APPROACH AND [12]

number of defects in the useless nodes, and |x.d.| denotes the
number of don’t-care defects. Column 5 lists the false negative,
which is the percentage that defect-free edges were considered
as defective ones, and is calculated as |misjudged edge| / |total

edge| × 100%. Columns 6 and 7 list the average numbers of
node configurations and input patterns that are used in the
proposed diagnosis approach for each SET array. Columns 8
and 9 list the average CPU time of our approach and [12].
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TABLE III

EXPERIMENTAL RESULTS OF NUMBER OF UNDIAGNOSABLE EDGES AND USELESS NODES, AND THE NUMBER OF DEFECTS IN THEM

The last column lists the ratio of CPU time between [12] and
our approach. The last row shows the average number of node
configurations and input patterns, and the average CPU time
for all the SET arrays.

For example, in the SET array of 20 × 50 with the defect
rate of 4% for each defect type, the false negative was 1.56%,
and 3319.9 configurations and 1209.6 patterns were required
on average. The average CPU time of this paper and [12] was
3.11 and 176.31 s, respectively. The ratio of CPU time between
the two approaches was 56.63. The last row shows that the
average CPU time for all the SET arrays in the proposed
approach was 13.35 s.

According to Table II, the proposed diagnosis approach can
achieve 100% coverage, which is the same as [12]. However,
for the SET arrays with height larger than or equal to 25, the
CPU time of [12] exceeded the CPU time limit, 3600 s, of this
paper, while our approach only cost a few seconds. Thus, the
proposed dynamic approach is more efficient and scalable.

For some cases, the percentage of false negative was large.
This is the situation when most of the defects did not occur
in the undiagnosable edges and useless nodes. Under this

situation, most undiagnosable edges and useless nodes are
defect-free, but they are misjudged as open defect in our
approach. Therefore, the percentage of false negative would
be large.

Nevertheless, since these false-negative edges cannot pass
electrons in any situation and have the same defect effect as
open-defect edges, we mark them as having open defects in
our approach. Besides, since the defect-reuse technique in the
defect-aware synthesis algorithm [12] only reuses the edges
with short defects, not reuses the edges with open defects
for path configurations, the false-negative edges will never be
used, such that no erroneous mapping results will occur.

In the third experiment, we also generated defect maps
for each size of SET array with different defect rates.
We conducted four runs of experiments to obtain the number
of undiagnosable edges and useless nodes in the SET array,
and the number of defects in them. Table III summarizes
the experimental results of the third experiment. Column 4
lists the average number of undiagnosable edges and useless
nodes. Column 5 lists the average number of defects in them.
Columns 6–10 are the results as Columns 1–5.
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For example, in the SET array of 20 × 50 with the defect
rate of 4%, the average number of undiagnosable edges and
useless nodes is 51.25, and the average number of defects in
them is 14.25. Furthermore, according to Table III, the average
number of undiagnosable edges and useless nodes among all
sizes of SET arrays is 108.77, and the average number of
defects in them among all sizes of SET arrays is 22.78.

V. CONCLUSION

The presence of defects is very common in nanotechnol-
ogy. It is also the case for the SET devices. To elevate
the reliability of SET arrays, we propose the first dynamic
diagnosis approach for defective SET arrays. The major
difference between the previous work and the proposed
dynamic diagnosis approach is that the dynamic approach
adjusts the diagnosis sequence by the feedbacks of the pre-
vious diagnosis process. Thus, the required configurations and
input patterns can be reduced. The experimental result also
shows that the proposed diagnosis approach can achieve 100%
coverage as the state of the art, but with much less CPU
time. With the dynamic diagnosis approach, the synthesis
flow of defective reconfigurable SET arrays will become more
efficient and complete.
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